# MANUAL

**NETWORK SECURITY AND CRYPTOGRAPHY**

# CODE: 631

# NAME: ZAYAHAN HASAN SHAH

# SEAT NUMBER: EB21102135

# SUBMITED TO: SIR BARI AHMED KHAN

# SIGNATURE\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

**INDEX**

|  |  |  |  |
| --- | --- | --- | --- |
| **S.NO** | **DATE** | **TOPIC** | **SIGNATURE** |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |
|  |  |  |  |

# **LAB: CEASER CIPHER**

**Objective:** Encode the given input and then decode by using cease cipher technique.

**Software:** Code Editor: Vs Code, Language: Python

**Description:** A Caesar cipher is a simple method of encoding of messages. Caesar ciphers use a substitution method where letters in the alphabet are shifted by some fixed number of spaces to yield an encoding alphabet.

**Method:** Shift right three the given input for the encoding and shift left three for the decoding.

**Code:**

import tkinter as tk # for GUI

root=tk.Tk()

root.geometry("400x250")

root.resizable(True,False)

title=root.title("Encode/Decode")

decode = []

encode = []

Upper = ['A','B','C','D','E','F','G','H','I','J','K','L','M','N','O','P','Q','R','S','T','U','V','W','X','Y','Z','a','b','c','d','e','f','g','h','i','j','k','l','m','n','o','p','q','r','s','t','u','v','w','x','y','z']

def Quit1():

root.destroy()

def Decode():

global Quit

for i in range(len(encode)):

if encode[i] == 'A':

decode.append('X')

elif encode[i] == 'B':

decode.append('Y')

elif encode[i] == 'C':

decode.append('Z')

elif encode[i] == 'a':

decode.append('x')

elif encode[i] == 'b':

decode.append('y')

elif encode[i] == 'c':

decode.append('z')

else:

if encode[i].islower():

# print(i)

next\_elem = encode[i]

# print("elem", next\_elem)

index = Upper.index(next\_elem)

# print(index)

shifted\_index = (index - 3) % 52

# print(shifted\_index)

decode.append(Upper[shifted\_index])

else:

# print(i)

next\_elem = encode[i]

# print("elem", next\_elem)

index = Upper.index(next\_elem)

# print(index)

shifted\_index = (index - 3) % 52

# print(shifted\_index)

decode.append(Upper[shifted\_index])

cs()

decoded=tk.Label(root,text=f"Decoded:{decode}")

decoded.pack() Quit=tk.Button(root,text="Quit",height=2,width=6,command=Quit1)

Quit.pack()

def Encode():

global Quit

user=inp.get()

for j in range(len(user)):

if user[j] == 'X':

encode.append('A')

elif user[j] == 'Y':

encode.append('B')

elif user[j] == 'Z':

encode.append('C')

elif user[j] == 'x':

encode.append('a')

elif user[j] == 'y':

encode.append('b')

elif user[j] == 'z':

encode.append('c')

else:

if user[j].islower() :

# print(j)

next\_elem = user[j]

# print("elem", next\_elem)

index = Upper.index(next\_elem)

# print(index)

shifted\_index = (index + 3) % 52

# print(shifted\_index)

encode.append(Upper[shifted\_index])

else:

# print(j)

next\_elem = user[j]

# print("elem", next\_elem)

index = Upper.index(next\_elem)

# print(index)

shifted\_index = (index + 3) % 26

# print(shifted\_index)

encode.append(Upper[shifted\_index])

cs()

encoded=tk.Label(root,text=f"Encoded:{encode}")

encoded.pack(pady=40)

decode=tk.Button(root,text="Decode",height=2,width=6,command=Decode)

decode.place(x=40,y=80) Quit=tk.Button(root,text="Quit",height=2,width=6,command=Quit1)

Quit.place(x=100,y=80)

def cs():

cs=tk.Button(root,height=20,width=10000)

cs.place(x=-10,y=-10)

inp=tk.Entry(root)

inp.place(x=40,y=40)

Encode=tk.Button(root,text="Encode" ,height=1,width=16,command=Encode)

Encode.place(x=40,y=80)

**Calculation:**

|  |  |  |
| --- | --- | --- |
|  | INPUT | OUTPUT |
| ENCODE | HELLO | KHOOR |
| DECODE | KHOOR | HELLO |

**Output:**
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**Conclusion**:

The code above is shift right three the give input into encoding and shift left three for decoding.

# **LAB: VIGENERE CIPHER**

**Objective:** Encode the given input and then decode by using cease cipher technique.

**Software:** Code Editor: Vs Code, Language: Python

**Description:** Vigenere Cipher is a method of encrypting alphabetic text. It uses a simple form of polyalphabetic substitution. A polyalphabetic cipher is any cipher based on substitution, using multiple substitution alphabets. The encryption of the original text is done using the Vigenère square or Vigenère table.

**Method:** The Vigenère cipher is a method of encrypting alphabetic text where each letter of the plaintext is encoded with a different Caesar cipher, whose increment is determined by the corresponding letter of another text, the key.

**Code:**

import tkinter as tk

import random

root=tk.Tk()

root.resizable(False,False)

root.geometry("400x400")

title=root.title("Encoder/Decode")

label=tk.Label(root,text="Enter text to encode",font=("Arial", 25))

label.pack(side="top")

ui=tk.Entry(root,font=("Arial", 25))

ui.pack(side="top")

def Start(CF=False):

global decode

pt=(ui.get())

pt = pt.upper()

print(pt)

keyword = []

for i in range(random.randint(4,5)):

keyword.append(chr(random.randint(65,90)))

key = ''.join(keyword)

print(key)

button\_e.config(text="Decode",command=ET\_)

def equalkey(key, pt):

key\_len = len(key) # length of keyword

pt\_len = len(pt) # length of plain text

key\_repeat = '' # repeated keyword

if key\_len == pt\_len:

return key

elif key\_len < pt\_len:

repeat = pt\_len // key\_len # need to be repeat the keyword

reminder = pt\_len % key\_len # additional character after repeatition

key\_repeat += key \* repeat

key\_repeat += key[:reminder]

return key\_repeat

elif key\_len > pt\_len:

key\_repeat += key[:pt\_len]

return key\_repeat

def generate\_vigenere\_table():

global repeate\_key

global vigenere\_table

Capital = [] # ascii 65 to 90

for i in range(26):

Capital.append([])

for j in range(26):

Capital[i].append(chr(((i + j) % 26) + 65))

for row in Capital:

print(" ".join(row))

return Capital

# Generate and print the Vigenère table

vigenere\_table = generate\_vigenere\_table()

repeate\_key = equalkey(key, pt)

print(repeate\_key)

# encryption , encryption is done by matrix method

def encrypt(pt, repeate\_key, vigenere\_table):

global ET

pt = list(pt)

encrypted = []

for i in range(len(pt)):

row = ord(repeate\_key[i]) - 65 # Calculate the row index in the Vigenère table

print(row)

col = ord(pt[i]) - 65 # Calculate the column index in the Vigenère table

print(col)

encrypted\_char = vigenere\_table[row][col] # Get the character from the Vigenère table

encrypted.append(encrypted\_char) # Add the encrypted character to the list

return ''.join(encrypted)

encode = encrypt(pt, repeate\_key, vigenere\_table)

print('===============')

ET.config(text=f"Encoded:{encode}")

print(encode)

# decryption, decryption is done by Mod method

def decrypt(encode, vigenere\_table, repeate\_key):

global decode

alphabet = 'ABCDEFGHIJKLMNOPQRSTUVWXYZ'

encode = list(encode)

decrypted = ''

for i in range(len(encode)):

result = ( ord(encode[i]) - ord(repeate\_key[i]) ) % 26

decrypted += alphabet[result]

return decrypted

decode = decrypt(encode, vigenere\_table, repeate\_key)

print(decode)

def ET\_():

ET.config(text=f"Defcoded:{decode}") quit\_=tk.Button(root,text="Quit",height=2,width=8,command=Quit,font=("Arial", 25))

quit\_.pack(side="bottom")

def Quit():

exit()

button\_e=tk.Button(root,text="Encode",height=2,width=8,command=Start,font=("Arial", 25))

button\_e.pack(side="top")

ET=tk.Label(root,text="",font=("Arial", 25))

ET.pack(side="top")

**Calculation:**

|  |  |  |
| --- | --- | --- |
|  | INPUT | OUTPUT |
| ENCODE | ZAYAHAN | VQKYDQZ |
| DECODE | VQKYDQZ | ZAYAHAN |

**Output:**
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**Conclusion**:

The code above is running when the user enter the plaint text and it convert into cipher text diagonally with the help of key.

**LAB: ONE TIME PAD CIPHER**

**Objective:** Encode the given input and then decode by using one time pad technique.

**Software:** Code Editor: Vs Code, Language: Python

**Description:** the one-time pad (OTP) is an encryption technique that cannot be cracked, but requires the use of a single use pre-shared key that is equal to the size of the message being sent. In this technique, a plaintext is paired with a random secret key (also referred to as a one-time pad).

**Method:** one-time pad is a system in which a randomly generated private key is used only once to encrypt a message that is then decrypted by the receiver using a matching one-time pad and key.

**Code:**

import tkinter as tk

import random

root=tk.Tk()

##root.geometry("320x210")

root.resizable(True,True)

title=root.title("ONE TIME PAD CIPHER")

label=tk.Label(root,text="Enter text to encode",font=("Ariel",25))

label.pack(side="top")

ui=tk.Entry(root,font=("Ariel",25))

ui.pack(side="top")

def Start():

global decryptrd\_message

plaintext = (ui.get())

key\_length = len(plaintext)

key = generate\_random\_key(key\_length)

print(f"Plaintext: {plaintext}")

KT.config(text=f"Key: {key}",font=("Ariel",25))

plaintext\_binary = plaintext\_to\_binary(plaintext)

key\_repeated = repeat\_key(key, key\_length)

key\_binary = key\_to\_binary(key\_repeated)

print(f"plain text in binary is : {plaintext\_binary}")

print(f"Binary key: {key\_binary}")

encrypted\_message = encrypt(plaintext\_binary, key\_binary)

EM.config(text=f"Encrypted(Binary): {encrypted\_message}",font=("Ariel",25)

button\_e.config(text="Decode",command=Decode)

decryptrd\_message = decrypt(encrypted\_message, key\_binary)

def Decode():

EM.config(text=f"decoded(binary): {decryptrd\_message}")

button\_e.config(text="Encode",command=Start) quit\_=tk.Button(root,text="Quit",height=2,width=8,command=Quit,font=("Ariel",15))

quit\_.pack(side="top"

def generate\_random\_key(length):

return ''.join([chr(random.randint(65, 90)) for i in range(length)])

# plain text to binary conversion

def plaintext\_to\_binary(pt):

return [format(ord(char), '08b') for char in pt]

# repeating key to the length of plain text

def repeat\_key(key, length):

repeats = length // len(key)

remainder = length % len(key)

return (key \* repeats) + key[:remainder]

# key to binary conversion

def key\_to\_binary(key):

return [format(ord(char), '08b') for char in key]

# encrypting plaintext using XOR gate

def encrypt(plaintext\_binary, key\_binary):

encrypted = []

for pt, key in zip(plaintext\_binary, key\_binary):

encrypted.append(''.join(str(int(pt\_bit) ^ int(key\_bit)) for pt\_bit, key\_bit in zip(pt, key)))

## encrypted = [text for text in encrypted

return encrypted

# decrypting cipher text using XOR gate

def decrypt(encrypted\_message, key\_binary):

decrypted = []

for em, key in zip(encrypted\_message, key\_binary):

decrypted.append(''.join(str(int(enc\_bit) ^ int(key\_bit)) for enc\_bit, key\_bit in zip(em,key)))

return decrypted

def Quit():

exit()

button\_e=tk.Button(root,text="Encode",height=2,width=8,command=Start,font=("Ariel",25))

button\_e.pack(side="top")

KT=tk.Label(root,text="")

KT.pack(side="top")

EM=tk.Label(root,text="")

EM.pack(side="top", fill='both')

**CALCULATION:**

Key: TYJTHRY (Random Key)

|  |  |  |
| --- | --- | --- |
|  | INPUT | OUTPUT |
| ENCODE | ZAYAHAN | Output in the image |
| DECODE | Cipher text in the image | Output in the image(ZAYAHAN) |

**OUTPUT:**
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**CONCLUSION:**

The code above is running when the user enter the plaint text and it convert into binary (both in encryption and decryption) with the help of random generation of key.

**LAB: HILL CIPHER**

**Objective:** Encode the given input and then decode by using hill cipher technique.

**Software:** Code Editor: Vs Code, Language: Python

**Description:**  the **Hill cipher** is a polygraphic substitution cipher based on linear algebra. Invented by Lester S. Hill in 1929.

**Method**: To encrypt a message, each block of *n* letters is multiplied by an invertible n x n matrix, against modulus 26. To decrypt the message, each block is multiplied by the inverse of the matrix used for encryption. Both encryption and decryption done with key.

**Code:**

import tkinter as tk

import random

import math

root=tk.Tk()

root.resizable(False,False)

title=root.title("Encoder/Decode")

label=tk.Label(root,text="Enter text to encode",font=("Ariel",25))

label.pack(side="top")

ui=tk.Entry(root,font=("Ariel",25))

ui.pack(side="top")

def Start():

global decrypt

pt=ui.get()

pt = pt.upper()

print("Plaint text : ", pt)

print("==================")

encrypted\_ans = []

decrypted\_ans = []

alphabets = ['A','B','C','D','E','F','G','H','I','J','K','L','M','N','O','P','Q','R','S','T','U','V','W','X','Y','Z']

break\_three = []

spliting\_word = []

ascii\_pt = []

key\_pt\_mult = []

mode\_for\_pt = [] # not a 2d array

mode\_for\_pt\_3d = []

encrypt = []

expand\_key =[]

adjoint = []

inv\_adj = []

key\_inverese = []

dec\_key\_mult = []

dec\_sum = []

decrypt = []

# removing spaces from the plain text

if " " in pt:

pt = pt.replace(" ", "")

# len of plain text

print(len(pt))

print("==================")

pt\_break = 0

if len(pt) > 4 :

if(len(pt)%2 == 0):

pt\_break = 3

start = 0

# breaking string in the pair of 3

for i in range(len(pt)):

break\_three.append(pt[start:start+pt\_break])

start += pt\_break

break\_three = [text for text in break\_three if text != ""]

print("breaking words into 3 words : ", break\_three)

print("==================")

# filtering 'x'

for i in range(len(break\_three)):

if len(break\_three[i]) != 3:

while len(break\_three[i]) != 3:

break\_three[i] += 'X'

if len(break\_three[i]) == 3:

break

print("filtering x : ", break\_three)

print("==================")

# spliting words

for word in break\_three:

temp\_word = []

for chars in word:

temp\_word.append(chars)

spliting\_word.append(temp\_word)

print("Spliting words : ")

for i in range(len(spliting\_word)):

for j in range(len(spliting\_word[i])):

print(spliting\_word[i][j], end= " ")

print()

print("==================")

# ascii characters (0-25) of alphabets

for i in range(len(spliting\_word)):

temp\_ascii\_pt =[]

for j in range(len(spliting\_word[i])):

split = spliting\_word[i][j]

assci = alphabets.index(split)

temp\_ascii\_pt.append(assci)

ascii\_pt.append(temp\_ascii\_pt)

print("Index of plain text")

for i in range(len(ascii\_pt)):

for j in range(len(ascii\_pt[i])):

print(ascii\_pt[i][j], end=" ")

print(

print("==================")

# key

# hard coded key

key = [[17,17,5],[21,18,21],[2,2,19]]

PK=tk.Label(root,text="Key : ",font=("Ariel",25))

PK.pack(side="top")

print("key")

for i in range(3):

for j in range(3):

key1= ""

key1 += " " + str(key[i][j])

PK.config(text=PK.cget("text") + key1)

## print(key[i][j], end = " ")

print()

print("==================")

# multiplcation of key and plain text

for i in range(len(ascii\_pt)):

for j in range(len(key)):

temp\_solution = []

for k in range(len(key)):

print(f'{ascii\_pt[j][k]} \* {key[k][j]}', end = " ")

temp\_solution.append(ascii\_pt[i][k] \* key[k][j])

key\_pt\_mult.append(temp\_solution)

print()

print("==================")

print("just multiplcation of key and plain text(index)")

for i in range(len(key\_pt\_mult)):

for j in range(len(key\_pt\_mult[i])):

print(key\_pt\_mult[i][j], end = " ")

print()

print("==================")

for i in range(len(key\_pt\_mult)):

print(f'sum of : {key\_pt\_mult[i]} is {sum(key\_pt\_mult[i])} and mode 26 is {sum(key\_pt\_mult[i])%26}')

mode\_for\_pt.append(sum(key\_pt\_mult[i])%26)

print("==================")

for i in range(len(mode\_for\_pt)):

print(mode\_for\_pt[i])

on = 0 # start

off = 3 # sto

for i in range(len(mode\_for\_pt)):

mode\_for\_pt\_3d.append(mode\_for\_pt[on:on+off])

on += off

print("==================")

# 3d array of solution

print("Encryption in the form of numbers")

mode\_for\_pt\_3d = [subarray for subarray in mode\_for\_pt\_3d if subarray]

for i in range(len(mode\_for\_pt\_3d)):

for j in range(len(mode\_for\_pt\_3d[i])):

if mode\_for\_pt\_3d[i][j] is None:

continue

else:

print(mode\_for\_pt\_3d[i][j], end= " ")

print()

print("==================")

# Encryption in the form of text

for i in range(len(mode\_for\_pt\_3d)):

for j in range(len(mode\_for\_pt\_3d[i])):

text = mode\_for\_pt\_3d[i][j]

print(f'{mode\_for\_pt\_3d[i][j]} --> {alphabets[text]}')

encrypt.append(alphabets[text]

print("==================")

print("Encryption of the plain text is : ", "".join(encrypt))

print("==================")

ET.config(text=f"Encryption of the plain text is : {''.join(encrypt)}")

button\_e.config(text="Decode",command=decode\_)

# determinant of key

a = key[0][0] \* (key[1][1] \* key[2][2] - key[1][2] \* key[2][1])

b = key[0][1] \* (key[1][0] \* key[2][2] - key[1][2] \* key[2][0])

c = key[0][2] \* (key[1][0] \* key[2][1] - key[1][1] \* key[2][0])

determinant = (a-b+c) % 26

print(determinant)

print("==================")

if determinant == 0:

print("Can't solve further")

quit()

elif determinant < 0 and determinant < 26:

determinant += 26

print(determinant)

else:

# expanding key matrix

print("Expanded key : ")

expand\_key = [

[key[0][0], key[0][1], key[0][2], key[0][0], key[0][1]],

[key[1][0], key[1][1], key[1][2], key[1][0], key[1][1]],

[key[2][0], key[2][1], key[2][2], key[2][0], key[2][1]],

[key[0][0], key[0][1], key[0][2], key[0][0], key[0][1]],

[key[1][0], key[1][1], key[1][2], key[1][0], key[1][1]]

]

print(len(expand\_key))

print("==================")

for i in range(len(expand\_key)):

for j in range(len(expand\_key)):

print(expand\_key[i][j], end= " ")

print()

print("==================")

# solving for ajoint of key

# row 1

r1c1 = (expand\_key[1][1] \* expand\_key[2][2] - expand\_key[1][2] \* expand\_key[2][1]) % 26

r1c2 = (expand\_key[2][1] \* expand\_key[3][2] - expand\_key[2][2] \* expand\_key[3][1]) % 26

r1c3 = (expand\_key[3][1] \* expand\_key[4][2] - expand\_key[3][2] \* expand\_key[4][1]) % 26

# row 2

r2c1 = (expand\_key[1][2] \* expand\_key[2][3] - expand\_key[1][3] \* expand\_key[2][2]) % 26

r2c2 = (expand\_key[2][2] \* expand\_key[3][3] - expand\_key[2][3] \* expand\_key[3][2]) % 26

r2c3 = (expand\_key[3][2] \* expand\_key[4][3] - expand\_key[3][3] \* expand\_key[4][2]) % 26

# row 3

r3c1 = (expand\_key[1][3] \* expand\_key[2][4] - expand\_key[1][4] \* expand\_key[2][3]) % 26

r3c2 = (expand\_key[2][3] \* expand\_key[3][4] - expand\_key[2][4] \* expand\_key[3][3]) % 26

r3c3 = (expand\_key[3][3] \* expand\_key[4][4] - expand\_key[3][4] \* expand\_key[4][3]) % 26

print(r1c1, r1c2, r1c3, r2c1, r2c2, r2c3, r3c1, r3c2, r3c3 )

print("Adjoint")

adjoint = [

[r1c1, r1c2, r1c3],

[r2c1, r2c2, r2c3],

[r3c1, r3c2, r3c3]

]

for i in range(3):

for j in range(3):

print(adjoint[i][j], end = " ")

print()

print("==================")

# inverse of determinant

inv\_der = 0

if determinant%2 == 0:

for i in range(1,100):

mo = (determinant \* i + 1) % 26

if mo == 1:

inv\_der = i

break

print(inv\_der)

else:

for i in range(1,100):

mo = (determinant \* i) % 26

if mo == 1:

inv\_der = i

break

print('inverse of determinant : ', inv\_der)

print("==================")

# multiplying adjoint with inverse of determinant

print('multiplying adjoint with inverse of determinant')

for i in range(3):

temp = []

for j in range(3):

print(f'{adjoint[i][j]} \* {inv\_der} = {adjoint[i][j] \* inv\_der}', end=" ")

temp.append(adjoint[i][j] \* inv\_der)

inv\_adj.append(temp)

print()

print("==================")

# inverse of key

for i in range(3):

temp\_mod = []

for j in range(3):

print(f'{inv\_adj[i][j]} % {26} = {inv\_adj[i][j] % 26}', end=" ")

temp\_mod.append(inv\_adj[i][j] % 26)

key\_inverese.append(temp\_mod)

print()

print("==================")

print("key inverse :")

for i in range(len(key\_inverese)):

for j in range(len(key\_inverese)):

print(key\_inverese[i][j], end = " ")

print()

print("==================")

for i in range(len(mode\_for\_pt\_3d)):

for j in range(len(key\_inverese)):

temp\_dec\_num = []

for k in range(len(key\_inverese)):

print(f'{(mode\_for\_pt\_3d[i][k] \* key\_inverese[k][j]) % 26}', end = " ")

temp\_dec\_num.append((mode\_for\_pt\_3d[i][k] \* key\_inverese[k][j]) % 26)

dec\_key\_mult.append(temp\_dec\_num)

print(

print("==================")

for i in range(len(dec\_key\_mult)):

print(f'sum of : {dec\_key\_mult[i]} is {sum(dec\_key\_mult[i])} and mode 26 is {sum(dec\_key\_mult[i])%26}')

dec\_sum.append(sum(dec\_key\_mult[i])%26)

print("=================="

for i in range(len(dec\_sum)):

print(alphabets[dec\_sum[i]] , " is decrypted answer")

if alphabets[dec\_sum[i]] != 'X':

decrypt.append(alphabets[dec\_sum[i]])

print("Decrypted answer is : ", "".join(decrypt))

def decode\_():

ET.config(text=f"Decrypted answer is : {''.join(decrypt)}")

quit\_=tk.Button(root,text="Quit",height=2,width=8,command=Quit,font=("Ariel",25))

quit\_.pack(side="top")

def Quit():

exit()

button\_e=tk.Button(root,text="Encode",height=2,width=8,command=Start, font=("Ariel", 25))

button\_e.pack(side="top")

ET=tk.Label(root,text="",font=("Ariel",25))

ET.pack(side="top")

**CALCULATION:**

Key: 17 17 5 21 18 21 2 2 19 (It’s pre-defined, but it can be a Random Key)

|  |  |  |
| --- | --- | --- |
|  | INPUT | OUTPUT |
| ENCODE | Zayahan hasan shah | FFJRWREJEUUZLQDYHT |
| DECODE | FFJRWREJEUUZLQDYHT | Zayahan hasan shah |

**OUTPUT:**
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**CONCLUSION:**

The code above is running when the user enter the plaint text and it convert into cipher text with the help of matrix of key(can be random).

**LAB: PLAY FAIR CIPHER**

**Objective:** Encode the given input and then decode by using play fair cipher technique.

**Software:** Code Editor: Vs Code, Language: Python

**Description:** The ciphertext character that replaces a particular plaintext character in the encryption will depend in part on an adjacent character in the plaintext.

**Method**: The Algorithm consists of 2 steps: 

1. **Generate the key Square (5×5):**
   * The key square is a 5×5 grid of alphabets that acts as the key for encrypting the plaintext. Each of the 25 alphabets must be unique and one letter of the alphabet (usually J) is omitted from the table (as the table can hold only 25 alphabets). If the plaintext contains J, then it is replaced by I.
   * The initial alphabets in the key square are the unique alphabets of the key in the order in which they appear followed by the remaining letters of the alphabet in order.
2. **Algorithm to encrypt the plain text:** The plaintext is split into pairs of two letters (digraphs). If there is an odd number of letters, a Z is added to the last letter.

**Code:**

def createPlayFairMatrix(key):

key = key.upper().replace("J", "I")

seen = set()

preparedKey = []

for char in key:

if char not in seen and char.isalpha():

seen.add(char)

preparedKey.append(char)

alphabet = 'ABCDEFGHIKLMNOPQRSTUVWXYZ'

for char in alphabet:

if char not in seen:

preparedKey.append(char)

matrix = []

for i in range(0, 25, 5):

matrix.append(preparedKey[i:i+5])

return matrix

def findPosition(char, matrix):

for i, row in enumerate(matrix):

if char in row:

return i, row.index(char)

raise ValueError(f'Character {char} not found in matrix')

def preProcessText(text):

text = re.sub(r'[^A-Z]', '', text.upper().replace("J", "I"))

processedText = ""

i = 0

while i < len(text):

char1 = text[i]

if i + 1 < len(text):

char2 = text[i + 1]

else:

char2 = 'X'

if char1 == char2:

processedText += char1 + "X"

i += 1

else:

processedText += char1 + char2

i += 2

if len(processedText) % 2 != 0:

processedText += "X"

return processedText

def encrypt(plainText, matrix):

plainText = preProcessText(plainText)

cipherText = ""

for i in range(0, len(plainText), 2):

char1, char2 = plainText[i], plainText[i + 1]

row1, col1 = findPosition(char1, matrix)

row2, col2 = findPosition(char2, matrix)

if row1 == row2:

cipherText += matrix[row1][(col1 + 1) % 5] + matrix[row2][(col2 + 1) % 5]

elif col1 == col2:

cipherText += matrix[(row1 + 1) % 5][col1] + matrix[(row2 + 1) % 5][col2]

else:

cipherText += matrix[row1][col2] + matrix[row2][col1]

return cipherText

def decrypt(cipherText, matrix):

plaintext = ""

for i in range(0, len(cipherText), 2):

char1, char2 = cipherText[i], cipherText[i + 1]

row1, col1 = findPosition(char1, matrix)

row2, col2 = findPosition(char2, matrix)

if row1 == row2:

plaintext += matrix[row1][(col1 - 1) % 5] + matrix[row2][(col2 - 1) % 5]

elif col1 == col2:

plaintext += matrix[(row1 - 1) % 5][col1] + matrix[(row2 - 1) % 5][col2]

else:

plaintext += matrix[row1][col2] + matrix[row2][col1]

return plaintext

def printMatrix(matrix):

La1=[]

for row in matrix:

PL3=(" ".join(row))

La1.append(PL3)

L3.config(text=f"{La1[0]}\n{La1[1]}\n{La1[2]}\n{La1[3]}\n{La1[4]}")

def checkPlaintext(plaintext):

bot = False

specialChars = r"[\.\\\^\$\\*\+\?\{\}\[\]\|()]"

if re.findall(specialChars, plaintext):

return not bot

# raise ValueError(f'Do not enter the special character!')

return bot

key = "playfair example"

matrix = createPlayFairMatrix(key)

def Code():

global ciphertext

plaintext = str(Entry.get())

checker = checkPlaintext(plaintext)

if checker == True:

print("Enter the text for encryption : ")

plaintext = input("")

L2.config(text="Playfair Matrix:")

printMatrix(matrix)

print("==============================")

ciphertext = encrypt(plaintext, matrix)

L4.config(text=f"Encrypted Text: {ciphertext}") Quit=tk.Button(root,text="Quit",height=2,width=8,command=Quit\_)

Quit.pack(side="bottom")

ec.config(text="Decrypt",command=Decode)

def Decode():

global ciphertext

decrypted\_text = decrypt(ciphertext, matrix)

L4.config(text=f"Decrypted Text: {decrypted\_text}")

L2.pack\_forget()

L3.pack\_forget()

def Quit\_():

exit()

if \_\_name\_\_ == "\_\_main\_\_":

import tkinter as tk

import re

root=tk.Tk()

root.resizable(False,False)

Label1=tk.Label(text="Enter the text for encryption ")

Label1.pack(side="top")

Entry=tk.Entry()

Entry.pack() ec=tk.Button(root,text="Encrypt",height=2,width=8,command=Code)

ec.pack(side="top")

L2=tk.Label()

L2.pack()

L3=tk.Label()

L3.pack()

L4=tk.Label()

L4.pack()

**CALCULATION:**

Key: PLAYFAIREXAMPLE

|  |  |  |
| --- | --- | --- |
|  | INPUT | OUTPUT |
| ENCODE | Zayahan hasan shah | VFFYDFSCFOLOSFD |
| DECODE | VFFYDFSCFOLOSFD | Zayahan hasan shah |

**Output:**

**![](data:image/png;base64,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)** **![A screenshot of a computer
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**Conclusion:**

The code above is running when the user enter the plaint text and it convert into cipher text with the help of key(unique key, no repetition of key).

**LAB: ROW COLUMNAR TRANSPOSITION CIPHER**

**Objective:** Encode the given input and then decode by using row column cipher technique.

**Software:** Code Editor: Vs Code, Language: Python

**Description:** A cipher in which encryption that rearranges the characters in the plaintext according to a certain system (a pattern key), while maintaining their identity.

**Method:** The message is written out in rows of a fixed length, and then read out again column by column, and the column are chosen in some scrambled order.

**Code:**

def encrypt\_transposition(plain\_text: str, key: str) -> str:

global cipher\_text

table = []

key\_lst = sorted(key)

k = 0

total\_rows = (len(plain\_text) + len(key) - 1) // len(key) # ceil(len(plain\_text) / len(key))

for \_ in range(total\_rows):

row = []

for \_ in range(len(key)):

if k > len(plain\_text) - 1:

row.append("-")

else:

row.append(plain\_text[k])

k += 1

table.append(row)

cipher = ""

for k\_indx in range(len(key)):

curr\_idx = key.index(key\_lst[k\_indx])

for row in table:

cipher += row[curr\_idx]

return cipher

def decrypt\_transposition(cipher: str, key: str) -> str:

total\_rows = (len(cipher) + len(key) - 1) // len(key) # ceil(len(cipher) / len(key))

total\_columns = len(key)

key\_lst = sorted(key)

table = [[""] \* total\_columns for \_ in range(total\_rows)]

k = 0

for col in range(total\_columns):

original\_index = key.index(key\_lst[col])

for row in range(total\_rows):

if k < len(cipher):

table[row][original\_index] = cipher[k]

k += 1

plain\_text = ""

for row in table:

plain\_text += "".join(row)

plain\_text = plain\_text.rstrip('-')

return plain\_text

def Code():

global cipher\_text,key

plain\_text = Entry.get()

key = "SECRET"

cipher\_text = encrypt\_transposition(plain\_text.replace(" ", "").upper(), key.upper())

L2.config(text=f"Cipher Text: {cipher\_text}")

ec.config(text="Decrypt",command=Decode) Quit=tk.Button(root,text="Quit",height=2,width=8,command=Quit\_)

Quit.pack(side="bottom")

def Decode():

decrypted\_text = decrypt\_transposition(cipher\_text, key.upper())

L2.config(text=f"Decrypted Text: {decrypted\_text}")

def Quit\_():

quit()

if \_\_name\_\_ == "\_\_main\_\_":

import tkinter as tk

import re

root=tk.Tk()

root.resizable(False,False)

Label1=tk.Label(text="Enter the text for encryption ")

Label1.pack(side="top")

Entry=tk.Entry()

Entry.pack() ec=tk.Button(root,text="Encrypt",height=2,width=8,command=Code)

ec.pack(side="top")

L2=tk.Label()

L2.pack()

**Calculation:**

|  |  |  |
| --- | --- | --- |
|  | INPUT | OUTPUT |
| ENCODE | zayahan | Y-A-A-A-ZNA- |
| DECODE | Y-A-A-A-ZNA- | zayahan |

**Output:**
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**CONCLUSION:**

The code above is running when the user enter the plaint text and it convert into cipher text with transposition of the original message.

**LAB: DES ALGORITHM**

**Objective:** Encode the given input and then decode by using DES technique.

**Description:** A symmetric key block cipher created in the early 1970s by an IBM team and adopted by a National Institute of Standards and Technology (NIST).

**Method:** It operates on plain text of a given size (64-bits) and returns ciphertext blocks of the same size. Each block is divided into two blocks of 32 bit each.

**Code:**

def Code():

#initail permutation

ip\_table = [

58, 50, 42, 34, 26, 18, 10, 2,

60, 52, 44, 36, 28, 20, 12, 4,

62, 54, 46, 38, 30, 22, 14, 6,

64, 56, 48, 40, 32, 24, 16, 8,

57, 49, 41, 33, 25, 17, 9, 1,

59, 51, 43, 35, 27, 19, 11, 3,

61, 53, 45, 37, 29, 21, 13, 5,

63, 55, 47, 39, 31, 23, 15, 7

]

# PC1 permutation table

pc1\_table = [

57, 49, 41, 33, 25, 17, 9, 1,

58, 50, 42, 34, 26, 18, 10, 2,

59, 51, 43, 35, 27, 19, 11, 3,

60, 52, 44, 36, 63, 55, 47, 39,

31, 23, 15, 7, 62, 54, 46, 38,

30, 22, 14, 6, 61, 53, 45, 37,

29, 21, 13, 5, 28, 20, 12, 4

]

# Define the left shift schedule for each round

shift\_schedule = [1, 1, 2, 2,

2, 2, 2, 2,

1, 2, 2, 2,

2, 2, 2, 1]

# PC2 permutation table

pc2\_table = [

14, 17, 11, 24, 1, 5, 3, 28,

15, 6, 21, 10, 23, 19, 12, 4,

26, 8, 16, 7, 27, 20, 13, 2,

41, 52, 31, 37, 47, 55, 30, 40,

51, 45, 33, 48, 44, 49, 39, 56,

34, 53, 46, 42, 50, 36, 29, 32

]

#expension

e\_box\_table = [

32, 1, 2, 3, 4, 5,

4, 5, 6, 7, 8, 9,

8, 9, 10, 11, 12, 13,

12, 13, 14, 15, 16, 17,

16, 17, 18, 19, 20, 21,

20, 21, 22, 23, 24, 25,

24, 25, 26, 27, 28, 29,

28, 29, 30, 31, 32, 1

]

# S-box tables for DES

s\_boxes = [

# S-box 1

[

[14, 4, 13, 1, 2, 15, 11, 8, 3, 10, 6, 12, 5, 9, 0, 7],

[0, 15, 7, 4, 14, 2, 13, 1, 10, 6, 12, 11, 9, 5, 3, 8],

[4, 1, 14, 8, 13, 6, 2, 11, 15, 12, 9, 7, 3, 10, 5, 0],

[15, 12, 8, 2, 4, 9, 1, 7, 5, 11, 3, 14, 10, 0, 6, 13]

],

# S-box 2

[

[15, 1, 8, 14, 6, 11, 3, 4, 9, 7, 2, 13, 12, 0, 5, 10],

[3, 13, 4, 7, 15, 2, 8, 14, 12, 0, 1, 10, 6, 9, 11, 5],

[0, 14, 7, 11, 10, 4, 13, 1, 5, 8, 12, 6, 9, 3, 2, 15],

[13, 8, 10, 1, 3, 15, 4, 2, 11, 6, 7, 12, 0, 5, 14, 9]

],

# S-box 3

[

[10, 0, 9, 14, 6, 3, 15, 5, 1, 13, 12, 7, 11, 4, 2, 8],

[13, 7, 0, 9, 3, 4, 6, 10, 2, 8, 5, 14, 12, 11, 15, 1],

[13, 6, 4, 9, 8, 15, 3, 0, 11, 1, 2, 12, 5, 10, 14, 7],

[1, 10, 13, 0, 6, 9, 8, 7, 4, 15, 14, 3, 11, 5, 2, 12]

],

# S-box 4

[

[7, 13, 14, 3, 0, 6, 9, 10, 1, 2, 8, 5, 11, 12, 4, 15],

[13, 8, 11, 5, 6, 15, 0, 3, 4, 7, 2, 12, 1, 10, 14, 9],

[10, 6, 9, 0, 12, 11, 7, 13, 15, 1, 3, 14, 5, 2, 8, 4],

[3, 15, 0, 6, 10, 1, 13, 8, 9, 4, 5, 11, 12, 7, 2, 14]

],

# S-box 5

[

[2, 12, 4, 1, 7, 10, 11, 6, 8, 5, 3, 15, 13, 0, 14, 9],

[14, 11, 2, 12, 4, 7, 13, 1, 5, 0, 15, 10, 3, 9, 8, 6],

[4, 2, 1, 11, 10, 13, 7, 8, 15, 9, 12, 5, 6, 3, 0, 14],

[11, 8, 12, 7, 1, 14, 2, 13, 6, 15, 0, 9, 10, 4, 5, 3]

],

# S-box 6

[

[12, 1, 10, 15, 9, 2, 6, 8, 0, 13, 3, 4, 14, 7, 5, 11],

[10, 15, 4, 2, 7, 12, 9, 5, 6, 1, 13, 14, 0, 11, 3, 8],

[9, 14, 15, 5, 2, 8, 12, 3, 7, 0, 4, 10, 1, 13, 11, 6],

[4, 3, 2, 12, 9, 5, 15, 10, 11, 14, 1, 7, 6, 0, 8, 13]

],

# S-box 7

[

[4, 11, 2, 14, 15, 0, 8, 13, 3, 12, 9, 7, 5, 10, 6, 1],

[13, 0, 11, 7, 4, 9, 1, 10, 14, 3, 5, 12, 2, 15, 8, 6],

[1, 4, 11, 13, 12, 3, 7, 14, 10, 15, 6, 8, 0, 5, 9, 2],

[6, 11, 13, 8, 1, 4, 10, 7, 9, 5, 0, 15, 14, 2, 3, 12]

],

# S-box 8

[

[13, 2, 8, 4, 6, 15, 11, 1, 10, 9, 3, 14, 5, 0, 12, 7],

[1, 15, 13, 8, 10, 3, 7, 4, 12, 5, 6, 11, 0, 14, 9, 2],

[7, 11, 4, 1, 9, 12, 14, 2, 0, 6, 10, 13, 15, 3, 5, 8],

[2, 1, 14, 7, 4, 10, 8, 13, 15, 12, 9, 0, 3, 5, 6, 11]

]

]

p\_box\_table = [

16, 7, 20, 21, 29, 12, 28, 17,

1, 15, 23, 26, 5, 18, 31, 10,

2, 8, 24, 14, 32, 27, 3, 9,

19, 13, 30, 6, 22, 11, 4, 25

]

ip\_inverse\_table = [

40, 8, 48, 16, 56, 24, 64, 32,

39, 7, 47, 15, 55, 23, 63, 31,

38, 6, 46, 14, 54, 22, 62, 30,

37, 5, 45, 13, 53, 21, 61, 29,

36, 4, 44, 12, 52, 20, 60, 28,

35, 3, 43, 11, 51, 19, 59, 27,

34, 2, 42, 10, 50, 18, 58, 26,

33, 1, 41, 9, 49, 17, 57, 25

]

def str\_to\_bin(user\_input):

# Convert the string to binary

binary\_representation = ''

for char in user\_input:

# Get ASCII value of the character and convert it to binary

binary\_char = format(ord(char), '08b')

binary\_representation += binary\_char

binary\_representation = binary\_representation[:64]

# Pad or truncate the binary representation to 64 bits

binary\_representation = binary\_representation[:64].ljust(64, '0')

# Print the binary representation

# print("Binary representation of input string: ", binary\_representation)

# print(len(binary\_representation), 'bits of input string')

return binary\_representation

def binary\_to\_ascii(binary\_str):

ascii\_str = ''.join([chr(int(binary\_str[i:i+8], 2)) for i in range(0, len(binary\_str), 8)])

return ascii\_str

def ip\_on\_binary\_rep(binary\_representation):

ip\_result = [None] \* 64

for i in range(64):

ip\_result[i] = binary\_representation[ip\_table[i] - 1]

# Convert the result back to a string for better visualization

ip\_result\_str = ''.join(ip\_result)

return ip\_result\_str

def key\_in\_binary\_conv():

# Original key (can be changed but it should be 8 char)

original\_key = 'abcdefgh'

binary\_representation\_key = ''

for char in original\_key:

# Convert the characters to binary and concatenate to form a 64-bit binary string

binary\_key = format(ord(char), '08b')

binary\_representation\_key += binary\_key

return binary\_representation\_key

def generate\_round\_keys():

# Key into binary

binary\_representation\_key = key\_in\_binary\_conv()

pc1\_key\_str = ''.join(binary\_representation\_key[bit - 1] for bit in pc1\_table)

# Split the 56-bit key into two 28-bit halves

c0 = pc1\_key\_str[:28]

d0 = pc1\_key\_str[28:]

round\_keys = []

for round\_num in range(16):

# Perform left circular shift on C and D

c0 = c0[shift\_schedule[round\_num]:] + c0[:shift\_schedule[round\_num]]

d0 = d0[shift\_schedule[round\_num]:] + d0[:shift\_schedule[round\_num]]

# Concatenate C and D

cd\_concatenated = c0 + d0

# Apply the PC2 permutation

round\_key = ''.join(cd\_concatenated[bit - 1] for bit in pc2\_table)

# Store the round key

round\_keys.append(round\_key)

return round\_keys

def encryption(user\_input):

binary\_rep\_of\_input = str\_to\_bin(user\_input)

# Initialize lists to store round keys

round\_keys = generate\_round\_keys()

ip\_result\_str = ip\_on\_binary\_rep(binary\_rep\_of\_input)

# the initial permutation result is devided into 2 halfs

lpt = ip\_result\_str[:32]

rpt = ip\_result\_str[32:]

# Assume 'rpt' is the 32-bit right half, 'lpt' is the 32-bit left half, and 'round\_keys' is a list of 16 round keys

for round\_num in range(16):

# Perform expansion (32 bits to 48 bits)

expanded\_result = [rpt[i - 1] for i in e\_box\_table]

# Convert the result back to a string for better visualization

expanded\_result\_str = ''.join(expanded\_result)

# Round key for the current round

round\_key\_str = round\_keys[round\_num]

xor\_result\_str = ''

for i in range(48):

xor\_result\_str += str(int(expanded\_result\_str[i]) ^ int(round\_key\_str[i]))

# Split the 48-bit string into 8 groups of 6 bits each

six\_bit\_groups = [xor\_result\_str[i:i+6] for i in range(0, 48, 6)]

# Initialize the substituted bits string

s\_box\_substituted = ''

# Apply S-box substitution for each 6-bit group

for i in range(8):

# Extract the row and column bits

row\_bits = int(six\_bit\_groups[i][0] + six\_bit\_groups[i][-1], 2)

col\_bits = int(six\_bit\_groups[i][1:-1], 2)

# Lookup the S-box value

s\_box\_value = s\_boxes[i][row\_bits][col\_bits]

# Convert the S-box value to a 4-bit binary string and append to the result

s\_box\_substituted += format(s\_box\_value, '04b')

# Apply a P permutation to the result

p\_box\_result = [s\_box\_substituted[i - 1] for i in p\_box\_table]

# # Convert the result back to a string for better visualization

# p\_box\_result\_str = ''.join(p\_box\_result)

# Convert LPT to a list of bits for the XOR operation

lpt\_list = list(lpt)

# Perform XOR operation

new\_rpt = [str(int(lpt\_list[i]) ^ int(p\_box\_result[i])) for i in range(32)]

# Convert the result back to a string for better visualization

new\_rpt\_str = ''.join(new\_rpt)

# Update LPT and RPT for the next round

lpt = rpt

rpt = new\_rpt\_str

# Print or use the RPT for each round

print('\n')

# At this point, 'lpt' and 'rpt' contain the final left and right halves after 16 rounds

# After the final round, reverse the last swap

final\_result = rpt + lpt

# Perform the final permutation (IP-1)

final\_cipher = [final\_result[ip\_inverse\_table[i] - 1] for i in range(64)]

# Convert the result back to a string for better visualization

final\_cipher\_str = ''.join(final\_cipher)

# Print or use the final cipher(binary)

# print("Final Cipher binary:", final\_cipher\_str, len(final\_cipher\_str))

# Convert binary cipher to ascii

final\_cipher\_ascii = binary\_to\_ascii(final\_cipher\_str)

L2.config(text=f"Final Cipher text: {final\_cipher\_ascii} {len(final\_cipher\_ascii)}")

ec.config(text="Decrypt",command=Decode) Quit=tk.Button(root,text="Quit",height=2,width=8,command=Quit\_)

Quit.pack(side="bottom",pady="5")

## print("Final Cipher text:", final\_cipher\_ascii , len(final\_cipher\_ascii))

return final\_cipher\_ascii

# decryption of cipher to origional

def decryption(final\_cipher):

global final\_cipher\_str

# Initialize lists to store round keys

round\_keys = generate\_round\_keys()

# Apply Initial Permutation

ip\_dec\_result\_str = ip\_on\_binary\_rep(final\_cipher)

lpt = ip\_dec\_result\_str[:32]

rpt = ip\_dec\_result\_str[32:]

for round\_num in range(16):

# Perform expansion (32 bits to 48 bits)

expanded\_result = [rpt[i - 1] for i in e\_box\_table]

# Convert the result back to a string for better visualization

expanded\_result\_str = ''.join(expanded\_result)

# print(expanded\_result\_str)

# Round key for the current round

round\_key\_str = round\_keys[15-round\_num]

# XOR between key and expanded result

xor\_result\_str = ''

for i in range(48):

xor\_result\_str += str(int(expanded\_result\_str[i]) ^ int(round\_key\_str[i]))

# Split the 48-bit string into 8 groups of 6 bits each

six\_bit\_groups = [xor\_result\_str[i:i+6] for i in range(0, 48, 6)]

# Initialize the substituted bits string

s\_box\_substituted = ''

# Apply S-box substitution for each 6-bit group

for i in range(8):

# Extract the row and column bits

row\_bits = int(six\_bit\_groups[i][0] + six\_bit\_groups[i][-1], 2)

col\_bits = int(six\_bit\_groups[i][1:-1], 2)

# Lookup the S-box value

s\_box\_value = s\_boxes[i][row\_bits][col\_bits]

# Convert the S-box value to a 4-bit binary string and append to the result

s\_box\_substituted += format(s\_box\_value, '04b')

# Apply a P permutation to the result

p\_box\_result = [s\_box\_substituted[i - 1] for i in p\_box\_table]

# Convert the result back to a string for better visualization

# p\_box\_result\_str = ''.join(p\_box\_result)

# Convert LPT to a list of bits for the XOR operation

lpt\_list = list(lpt)

# Perform XOR operation

new\_rpt = [str(int(lpt\_list[i]) ^ int(p\_box\_result[i])) for i in range(32)

# Convert the result back to a string for better visualization

new\_rpt\_str = ''.join(new\_rpt)

# Update LPT and RPT for the next round

lpt = rpt

rpt = new\_rpt\_str

# Print or use the RPT for each round

print('\n')

final\_result = rpt + lpt

# Perform the final permutation (IP-1)

final\_cipher = [final\_result[ip\_inverse\_table[i] - 1] for i in range(64)]

# Convert the result back to a string for better visualization

final\_cipher\_str = ''.join(final\_cipher)

# Print or use the final cipher

def Decode():

# binary cipher string to ascii

final\_cipher\_ascii = binary\_to\_ascii(final\_cipher\_str)

L2.config(text=f"Decryption of Cipher :{final\_cipher\_ascii}")

## print("Decryption of Cipher :", final\_cipher\_ascii)

return final\_cipher\_ascii

# Start

# user input

user\_input = Entry.get()

# Encryption

enc = encryption(user\_input)

# Decyption

# First we'll convert Final Cipher text into binary

enc\_to\_binary = str\_to\_bin(enc)

# we'll call the decryption function

dec = decryption(enc\_to\_binary)

def Quit\_():

quit()

if \_\_name\_\_ == "\_\_main\_\_":

import tkinter as tk

root=tk.Tk()

root.resizable(False,False)

Label1=tk.Label(text="Enter a String: ")

Label1.pack()

Entry=tk.Entry()

Entry.pack() ec=tk.Button(root,text="Encrypt",height=2,width=8,command=Code)

ec.pack(side="top",pady="5")

L2=tk.Label()

L2.pack(pady="10")

**Calculation:**

|  |  |  |
| --- | --- | --- |
|  | INPUT | OUTPUT |
| ENCODE | zayahan | Output in image |
| DECODE | Output in image | zayahan |

**Output:**
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**CONCLUSION:**

The code above is running when the user enter the plaint text and it convert into cipher text with key of 48-bits.

**LAB: RAIL FENCE CIPHER**

**Objective:** Encode the given input and then decode by using Rail Fence Cipher technique.

**Description:** A simple transposition technique cipher that encrypts plaintext by rearranging the characters in a zigzag pattern.

**Method:** A simple transposition technique in which plaintext is written zigzag manner and read in row-wise format.

**Code**

def encrypt\_rail\_fence(text, rails):

# Initialize rail matrix

rail\_matrix = [['' for j in range(len(text))] for i in range(rails)

# Direction variables for zigzag pattern

direction\_down = False

row, col = 0, 0

# Fill the rail matrix

for char in text:

if row == 0 or row == rails - 1:

direction\_down = not direction\_down

rail\_matrix[row][col] = char

col += 1

if direction\_down:

row += 1

else:

row -= 1

# Print the rail matrix for visualization

tl1=""

tl2=""

tl3=""

TL=[]

TL1=[]

TL2=[]

TL3=[]

L2.config(text="Rail Fence Zigzag Table (Encryption):")

for i in range(rails):

for j in range(len(text)):

if rail\_matrix[i][j] != '':

## print(rail\_matrix[i][j], end=' ')

TL.append(rail\_matrix[i][j])

else:

## print('=', end=' ')

TL.append("=")

## print()

if i == 0:

TL1=TL

TL=[]

if i == 1:

TL2=TL

TL=[]

if i == 2:

TL3=TL

TL=[]

for x in range(len(TL1)):

tl1+=TL1[x]+" "

tl2+=TL2[x]+" "

tl3+=TL3[x]+" "

L3.config(text=f"{tl1}\n{tl2}\n{tl3}")

ec.config(text="Decrypt",command=Decode)

# Read ciphertext row by row

cipher\_text = ''

for i in range(rails):

for j in range(len(text)):

if rail\_matrix[i][j] != '':

cipher\_text += rail\_matrix[i][j]

return cipher\_text

def decrypt\_rail\_fence(cipher\_text, rails):

# Initialize rail matrix

rail\_matrix = [['' for j in range(len(cipher\_text))] for i in range(rails)]

# Direction variables for zigzag pattern

direction\_down = None

row, col = 0, 0

# Fill the rail matrix with placeholders

for \_ in range(len(cipher\_text)):

rail\_matrix[row][col] = '\*'

col += 1

if row == 0:

direction\_down = True

elif row == rails - 1:

direction\_down = False

if direction\_down:

row += 1

else:

row -= 1

# Fill the rail matrix with characters from ciphertext

index = 0

for i in range(rails):

for j in range(len(cipher\_text)):

if rail\_matrix[i][j] == '\*' and index < len(cipher\_text):

rail\_matrix[i][j] = cipher\_text[index]

index += 1

# Print the rail matrix for visualization.

tl1=""

tl2=""

tl3=""

TL=[]

TL1=[]

TL2=[]

TL3=[]

L2.config(text="Rail Fence Zigzag Table (Decryption):")

for i in range(rails):

for j in range(len(cipher\_text)):

if rail\_matrix[i][j] != '':

TL.append(rail\_matrix[i][j])

## print(rail\_matrix[i][j], end=' ')

else:

TL.append("=")

## print('=', end=' ')

## print()

if i == 0:

TL1=TL

TL=[]

if i == 1:

TL2=TL

TL=[]

if i == 2:

TL3=TL

TL=[]

for x in range(len(TL1)):

tl1+=TL1[x]+" "

tl2+=TL2[x]+" "

tl3+=TL3[x]+" "

L3.config(text=f"{tl1}\n{tl2}\n{tl3}")

# Read plaintext column by column

plain\_text = ''

row, col = 0, 0

for i in range(len(cipher\_text)):

if row == 0:

direction\_down = True

elif row == rails - 1:

direction\_down = False

if rail\_matrix[row][col] != '\*':

plain\_text += rail\_matrix[row][col]

col += 1

if direction\_down:

row += 1

else:

row -= 1

return plain\_text

def Code():

global rails

global encrypted\_text

plaintext = str(Entry.get())

plaintext = plaintext.replace(" ","")

rails = 3

encrypted\_text = encrypt\_rail\_fence(plaintext, rails)

L4.config(text=f"Encrypted: {encrypted\_text}") Quit=tk.Button(root,text="Quit",height=2,width=8,command=Quit\_)

Quit.pack(side="bottom")

def Decode():

decrypted\_text = decrypt\_rail\_fence(encrypted\_text, rails)

L4.config(text=f"Decrypted: {decrypted\_text}")

def Quit\_():

quit()

if \_\_name\_\_ == "\_\_main\_\_":

import tkinter as tk

import re

root=tk.Tk()

root.resizable(False,False)

Label1=tk.Label(text="Enter the text for encryption ")

Label1.pack(side="top")

Entry=tk.Entry()

Entry.pack()

ec=tk.Button(root,text="Encrypt",height=2,width=8,command=Code)

ec.pack(side="top")

L2=tk.Label()

L2.pack()

L3=tk.Label()

L3.pack()

L4=tk.Label()

L4.pack()
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**CONCLUSION:**

The code above is running when the user enter the plaint text and it convert into cipher text with zigzag manner of the original message.

**LAB: RSA ALGORITHM**

**Objective:** Encode the given input and then decode by using RSA technique.

**Method:** A cryptography algorithm that work on two different keys for encryption and decryption.

**Description:** A public key signature algorithm developed by Ron Rivest, Adi Shamir and Leonard Alderman.

**Code:**

def isPrime(number):

if number < 2 :

return False

for i in range(2, number // 2 + 1):

if number % i == 0:

return False

return True

def generatePrime(minValue, maxValue):

prime = random.randint(minValue, maxValue)

while not isPrime(prime):

prime = random.randint(minValue, maxValue)

return prime

def modInverse(e, phi):

for d in range(3, phi):

if (d \* e ) % phi == 1:

return d

raise ValueError("Mod inverse does not exist")

def Code():

global cipherText , d , n

p,q = generatePrime(1000, 5000), generatePrime(1000, 5000)

while p == q:

q = generatePrime(1000, 5000)

n = p \* q

phi\_n = (p-1) \* (q-1)

e = random.randint(3, phi\_n-1)

while math.gcd(e, phi\_n) != 1:

e = random.randint(3, phi\_n-1)

d = modInverse(e, phi\_n)

message = Entry.get()

message = message.lower()

message\_encoded = [ord(c) for c in message]

# encryption : (m^e) mod n = c

cipherText = [pow(c,e,n) for c in message\_encoded]

L2.config(text=cipherText)

ec.config(text="Decode",command=Decode)

Quit=tk.Button(root,text="Quit",height=2,width=8,command=Quit\_)

Quit.pack(side="bottom")

def Decode():

message\_decoded = [pow(ch, d, n) for ch in cipherText]

dec\_message = "".join(chr(ch) for ch in message\_decoded)

L2.config(text=dec\_message)

def Quit\_():

quit()

if \_\_name\_\_ == "\_\_main\_\_":

import tkinter as tk

import random

import math

root=tk.Tk()

root.resizable(False,False)

Label1=tk.Label(text="Enter the text for encryption ")

Label1.pack(side="top")

Entry=tk.Entry()

Entry.pack()

ec=tk.Button(root,text="Encrypt",height=2,width=8,command=Code)

ec.pack(side="top")

L2=tk.Label()

L2.pack()

**Calculation:**

|  |  |  |
| --- | --- | --- |
|  | INPUT | OUTPUT |
| ENCODE | zayahan | Output in image |
| DECODE | Output in image | zayahan |

**Output:**
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**CONCLUSION:**

The code above is running when the user enter the plaint text and it convert into cipher text with help of public and private key of the original message.